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Abstract: Learning control policies in simulation enables rapid, safe, and cost-
effective development of advanced robotic capabilities. However, transferring
these policies to the real world remains difficult due to the sim-to-real gap, where
unmodeled dynamics and environmental disturbances degrade performance. Cur-
rent approaches, such as domain randomization, improve robustness but cannot
capture the full range of real-world variations. In this work, we approach these
problems from a different perspective. Instead of relying on diverse training con-
ditions, we focus on adapting the learned policy directly in the real world and in
real time. To achieve this, we propose a policy adaptation framework that com-
bines online residual dynamics learning with real-time policy fine-tuning. Starting
from a lightweight rigid-body model, our framework refines the dynamics using
real-world data, thereby augmenting the simulation with previously unmodeled
effects and disturbances such as unknown payloads and wind. The updated simu-
lation is then used within a differentiable simulation framework to compute policy
gradients efficiently, enabling real-time updates with minimal sample and compu-
tational cost. All components of our system are designed for rapid adaptation, en-
abling the policy to adjust to unseen disturbances within 5 seconds. Our approach
supports both state-based and vision-based inputs. It is validated in simulation
as well as on real quadrotors under diverse disturbance conditions, consistently
outperforming both model-based controllers and learning-based methods trained
with domain randomization.

1 Introduction

Robot learning through simulation has seen great success in recent years, thanks to the rapid im-
provements in computer hardware and advancements in efficient physics simulation [1]. Simulation
provides a fast, safe, and cost-effective way to collect data and train policies, enabling experiments
that would be impractical or unsafe in the real world. However, transferring control policies learned
purely in simulation to physical systems is challenging. Even with high model fidelity in simulation,
many system parameters are difficult to identify, making accurate alignment between simulation and
reality hard to achieve. In addition, unmodeled effects such as aerodynamic turbulence, sensor noise,
and actuator delays further complicate the real-world dynamics. The resulting mismatch, known as
the sim-to-real gap [2], remains a central obstacle to deploying learning-based controllers in the
real world. Bridging this gap is essential to retain the advantages of simulation while ensuring that
policies perform reliably under the complexity and variability of real-world conditions. Domain
randomization is a common strategy to address this issue [3, 4, 5, 6], in which simulation param-
eters such as dynamics, sensor noise, and visual appearance are varied during training to expose
the policy to a wide range of possible deployment scenarios. By learning in diverse conditions,
the agent develops robust policies that are less likely to overfit to the specific characteristics of a
single environment. However, domain randomization cannot anticipate every possible real-world
condition [7]. When the environment shifts beyond the randomized distribution, policy performance
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might strongly degrade. Broadening the range of randomization increases coverage but also inflates
the exploration space, slowing convergence and reducing learning efficiency [8]. Beyond domain
randomization, Real2Sim2Real pipelines [9, 10] have shown strong sim-to-real transfer by refining
simulation models with real-world data before retraining policies for deployment. While offline
residual learning is effective in improving transfer, these methods require extensive offline data col-
lection and long retraining cycles, making them unsuitable for online, real-time adaptation.

In this work, we try to approach these
problems from another perspective: we i
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For our pipeline, we start with a lightweight rigid-body dynamics model and continuously refine it
by learning residual dynamics from real-world flight data. By embedding the residual-augmented
model in a differentiable simulator, we improve the fidelity of the simulated dynamics through online
refinement, enabling more accurate and sample-efficient adaptation. Another key innovation is our
alternating optimization scheme, where policy learning and residual model learning are interleaved
so that each batch of real-world data is used efficiently for both dynamics refinement and control
improvement. All of these components ensure the simulation is aligned with reality and enables
real-time adaptation to unknown disturbances, even controlling directly from perceptual input. We
evaluate the proposed framework in both simulation and real-world experiments on an agile quadro-
tor platform, considering a range of environmental disturbance conditions. In state-based control
tasks such as hovering, our method attains an average error of 0.105 m, an 81% reduction over £;-
MPC (0.552 m) and 55% over DATT [12] (0.231 m), while ensuring stable flight under modeling
errors and out-of-distribution disturbances. In vision-based tasks, our framework achieves similar
gains, demonstrating that real-time adaptation remains effective under partial or noisy observations,
something unattainable with classical control methods in the absence of state estimation.

Contributions. We propose an online adaptive control framework that combines residual dynamics
learning with real-time policy adaptation in a differentiable simulation environment, enabling real-
world policy adaptation within 5 seconds. Starting from a simplified dynamics model, the frame-
work refines the dynamics online with real-world data to capture mismatches and unpredictable
disturbances. We propose an alternating optimization scheme that interleaves policy learning and
dynamics learning, ensuring that each real-world sample improves both components. The frame-
work supports both state-based and vision-based inputs, and we validate its effectiveness through
extensive simulation and real-world quadrotor experiments, where it outperforms both classical and
learning-based controllers under large unseen disturbances. Together, our framework shows that
policies can learn and adapt within seconds in the real world, reducing the reliance on domain ran-
domization, which can fail to capture real-world out-of-distribution complexity.



2 Related Work

Policy Learning in Differentiable Simulation. Differentiable simulation uses smooth, differen-
tiable dynamics and rewards to enable policy learning via first-order gradients [13], offering sub-
stantial gains in sample efficiency and training time over traditional RL [14]. It has been applied to
direct policy parameterizations, such as parametric curve frequencies for swimming robots [15] and
sinusoidal policies for robotic cutting [16], as well as to neural-network policies. However, unsta-
ble gradients often limit applications to short-horizon tasks with simplified contacts and restricted
start-state variation [17, 18, 19, 20]. To address this, prior work has explored enhancements such as
early-stopping simulations at contact events, truncated BPTT [21], and reward augmentation with a
learned critic [22, 23].

Aligning Simulation with the Real-World. Closing the sim-to-real gap requires quantifying the
misalignment between simulation and real-world dynamics, typically through system identification
or residual dynamics learning. System identification estimates parameters of an analytical dynam-
ics model from input—output data [24, 25], but its representation capacity is limited to the mod-
eled system [26], making it less effective for capturing complex dynamics and disturbances [27].
Residual dynamics learning addresses this by directly modeling the discrepancy between analyti-
cal predictions and real-world measurements. It has been applied to improve quadrotor odometry
and tracking [28, 29, 30], learn motor delays in quadrupeds [10], and predict residual forces in soft
robots [31]. In [32], it has been demonstrated that the perception encoding can also be aligned
between simulation and the real world using a contrastive learning method.

Learning-Based Adaptive Control. Residual dynamics models have been used for online dis-
turbance estimation, via offline-trained networks [33], Gaussian Processes [30], or differentiable
simulation-based system identification [34]. These methods mainly augment optimization-based
controllers like MPC, which rely on full state information and do not directly extend to vision-based
control. Neural policies have also been conditioned on disturbance estimates [12, 35, 36], but since
they are trained offline in randomized simulations and remain fixed at deployment, they struggle
with domain shifts and unseen conditions [37, 12].

3 Methodology

Our approach consists of two phases: policy pretraining and online adaptation. As shown in Fig. 2,
during pretraining, we train a base policy using the low-fidelity dynamics model without residual
dynamics or domain randomization, which is used as the initial policy for online adaptation. For
online adaptation, two independent learning processes run in parallel. The residual dynamics learn-
ing loop continuously refines a residual dynamics network using a rolling history buffer of recorded
quadrotor states and actions. The policy adaptation loop embeds the latest residual dynamics net-
work parameters into the differentiable simulation pipeline and performs fast policy adaptation.

Policy Adaptation via Differentiable Simulation. We model the quadrotor as a discrete-time dy-
namical system with continuous state and action spaces X and U, respectively. The system evolves
according to the hybrid dynamics model fhybria : X x U — X which comprises the analytical and
learned residual components, and describes the system evolution ©y41 = fhybrid (¢, us) Over time.
At time step ¢, an observation model h : X — O generates an observation o; = h(z;) € O from
the state x4, and is passed as input to a deterministic and differentiable policy network 7y : X' — U
which outputs an action u; = 7r¢(ot), and finally a deterministic, smooth and differentiable reward
function r : X x U — R emits a reward r; = r(x, u;) based on the state-action pair.

Policy Optimization Using Analytical Gradients. The policy learning objective is to maximize
the cumulative task reward R(¢) over an N-step rollout under the policy parameters ¢ via

N-1 N-1
mgx’R(fb) = Z r(xe,up) = Z (e, T (h(zy))). (D)
t=0 t=0



Policy Training Hybrid Diff. Simulator R
every 5 seconds MLP Policy

Lot e .,
Acti€ 511?1]'71111}:%1 N ‘5/1/,(} Rollout 50 Hz
Dynamics Policy Control
Reward Real World

} Deployment
ey, Residual
@ Dynamics grate s :

Residual External
Learning Forward Disturbance
Residual >
Network ollec
every 3 seconds chwor Clltoet

Trajectories

MLP Policy

Real-world
Dataset

Figure 2: Detailed illustration of the information flow both within and between the three interleaved components
of our proposed approach, which run in parallel across multiple threads in separate ROS nodes.

By leveraging the differentiable dynamics and reward structure, we can obtain first-order analytical
policy gradients of the objective (1) via Back-Propagation Through Time (BPTT) (see [38] for a full
derivation). The policy gradient and the update rule for the policy parameters ¢ are given by

87} .’E] aSC»L ﬁrt 8Ut
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Prt1 = Pk + aV¢R(¢k),

where dd is the derivative matrix of the system dynamics fuybria, and « is the learning rate. We

build upon an existing open-source differentiable simulator for quadrotors [14] written entirely in
JAX to leverage both its automatic-differentiation framework for computing the analytical policy
gradients and GPU-accelerated computing for efficient parallel simulation.

Residual Dynamics Learning. Given the quadrotor state ' = [p', R",v "] consisting of po-
sition p € R3, rotation matrix R € SO(3), linear velocity v € R3, along with the normalized
collective thrust command ¢ € R and the body rates command weyng € R3, we form the con-
catenated input vector [z, u'] = [p",R",v",c,w/! ;] € RY. An MLP network fes with
two 128-dimensional hidden layers is trained to predict the residual acceleration a,.; € R?, de-
fined as the difference between the ground-truth acceleration ag; € R® measured on the real sys-
tem and the theoretical acceleration @ = f,([z,u]) € R® from the analytical dynamics model
fa (3). The residual acceleration training targets are computed as a,.s = agy — a. Given a batch
of |B| samples {[z, u} ares icB, we train the model by minimizing the loss function L, via
ming Lres = ming |B‘ Z 2lllate — fres([z,ul®; 0)12 + ﬁzlel |[W![|2. The loss comprises a
standard MSE term and a spectral norm regularization term, where the latter has been shown to
improve generalization beyond the training distribution [39] by regulating the network’s Lipschitz
constant [33]. Here, W is the weight matrix of the /-th network layer, and 8 controls the regular-
ization strength. The loss is minimized using the Adam optimizer [40].

Design Choices for Maximum Runtime Efficiency. During forward simulation, we use a hybrid
dynamics model fyy1ria Obtained by additively combining the analytical f, and learned residual fres
dynamic models. Here, we use a simple, low-fidelity analytical dynamics model given by (3) which
models the quadrotor as a point-mass. The resulting acceleration given a state and action input pair
is computed as Gnybria = @ + Qres, Where Gyq is the network prediction. Finally, the quadrotor
states are simulated via Runge-Kutta 4 time-integration at 50 Hz of the dynamics (3) using Gnybrid-

While the hybrid dynamics model fyy1,ria composed of differentiable analytical and learned com-
ponents remains overall fully differentiable, we only perform gradient backpropagation through the
analytical dynamics model and not the frozen network to obtain the policy gradients. This was in-
spired by prior work in policy learning using differentiable simulation for both quadruped [41] and



quadrotor [14] control, which showed that combining accurate forward dynamics simulation with
the backpropagation of a surrogate gradient based on a simpler dynamics model achieves faster run-
time without impacting the resulting policy performance. We analyze and justify the above design
choices through simulated experiments, and present and discuss the results in Appendix C.

Full vs. Residual Policy Adaptation. We compare two existing methods of adapting a pretrained
policy: full vs. residual adaptation [42]. Full adaptation involves updating all parameters of the
policy network, similar to [43], whereas residual adaptation freezes all pretrained parameters and
instead adapts an additive residual policy module, which forms a lower-dimensional trainable pa-
rameter space. The latter has been shown to achieve more memory and parameter-efficient policy
adaptation for applications such as autonomous racing and quadruped control [44, 23]. We imple-
ment the residual policy module as low-rank weight matrices added in parallel to the pretrained
policy network, similar to the low-rank adaptation (LoRA) implementation commonly used to fine-
tune Large-Language Models [45]. We seek to understand whether residual policy adaptation en-
ables better sample efficiency and learning stability than full adaptation in low-data regimes during
online policy adaptation, where relatively few policy rollout samples are generated and used.

4 Experiments and Results

4.1 Experimental Setup

Task Definitions. We evaluate our approach on stabilizing hover and trajectory tracking tasks for
the quadrotor platform. For stabilizing hover, the policy is required to regulate the quadrotor state
towards a goal position pqes and maintain it at all times, which is non-trivial given the quadrotor’s
non-linear and unstable dynamics (3). We evaluate both a state-based control policy which at each
time step receives the observation o = [p, R,v|", and an end-to-end vision-based policy which
only receives the projected pixel coordinates of 7 visual features from the past 5 time steps and
the last 3 actions. Our training setup closely follows the open-source environment setup in [14].
Trajectory tracking instead requires following a reference trajectory defined as a time-parameterized
sequence of quadrotor states, which is generated to be smooth up to the acceleration level. We use
two such trajectories, Circle and Figure-8, for this task in a state-based training setting. The reward
definitions for both tasks and more details on the reference trajectories are included in Appendix B.

Pretraining Phase. We parameterize the policy as an MLP with two 512-dim hidden layers. For
both state-based hovering and trajectory tracking, we train the base policy from random initialization
for 300 epochs across 100 parallel environments. Each epoch lasts 3 seconds or 150 simulation steps.
We then train the partially initialized policy for 500 epochs across 300 parallel environments.

Online Adaptation Phase. The quadrotor states and actions are continuously recorded into a rolling
history buffer at 50 Hz and are used to train the residual dynamics network. For the stabilizing hover
and trajectory tracking tasks, we use history buffer sizes of 100 and 250, which are equivalent to
2 and 5 seconds of past quadrotor states and actions, respectively. For residual dynamics learning,
we continuously refine an ensemble of 3 networks initialized with different random seeds, and use
the empirical mean prediction from all models as the final predicted residual acceleration for a given
input. Empirically, we found this to effectively reduce the prediction variance arising from epistemic
uncertainty due to the limited samples in the data buffer. We run residual dynamics learning every
3 seconds and train the networks for 100 epochs, which takes approximately 2 seconds. We run
policy adaptation every 5 seconds and train the policy with 10 parallel simulated environments
for 30 epochs, which takes approximately 1.5 seconds. All experiments are run on a workstation
equipped with an Nvidia RTX 4090 GPU with 24 GB of VRAM.

Baselines Methods. We compare against a state-of-the-art learning-based adaptive control method,
Deep Adaptive Tracking Control (DATT) [12], which uses model-free RL with domain randomiza-
tion and online £, adaptive control-based disturbance estimation. For quadrotor control, this method
has been shown to outperform Rapid Motor Adaptation (RMA) [36], which is a similar approach but
instead uses a learned encoder for disturbance estimation. We used the open-source implementation



Table 1: Average steady-state error (in m) from the hovering target across 8 rollouts. The errors of the two
best-performing methods for each disturbance condition are highlighted.

Method No disturbance  Small disturbance Large disturbance

L,-MPC 0.091 £ 0.052 0.134 £ 0.073 0.552 £0.130
DATT 0.013 £ 0.004 0.009 £ 0.005 0.231 £ 0.004
Ours 0.015 £ 0.001 0.008=+ 0.002 0.105 £ 0.007

Ours (Residual)  0.023 +£ 0.002 0.015 £ 0.004 0.125 £ 0.002

of [46] and the exact same training procedure and hyperparameter settings to train both state-based
hovering and trajectory tracking policies using PPO for 20 million simulation steps. Using their orig-
inal domain randomization implementation, we simulated 3-dimensional acceleration disturbances
as random walks within the bounds +/- [1, 1, 1] m/s?. We also compare against an adaptive Nonlin-
ear MPC controller (£1-MPC) as implemented in [46], which uses a Model Predictive Path Integral
(MPPI) formulation and the same £; adaptive control-based disturbance estimation as in DATT.

4.2 Experimental Results

For evaluation, we used a realistic quadrotor simulator [11] equipped with the BEM model for aero-
dynamic effects and high-frequency simulations of the controller dynamics. We simulated three lev-
els of constant, uniform acceleration disturbances: [0,0, 0] m/s? (none), [0.5,0.5,0.5] m/s? (small),
and [2,2,2] m/s? (large). The first two conditions are within the domain randomization range used
for DATT training, whereas the third condition was deliberately chosen to be out of distribution to
evaluate its generalization capabilities. The policy outputs actions consisting of mass-normalized
collective thrust and desired body rates to the on-board flight controller at 50 Hz.

Performance Comparison to Baseline Approaches. For the state-based stabilizing hover task,
we ran each method under all disturbance conditions from a set of 8 different starting positions
around the hovering target, and used the final steady-state error as the performance metric. The
baseline methods were run for 10 seconds to allow transient adaptation effects to settle, while our
method (both state and vision-based) was run for 30 seconds to allow a few learning steps to take
place. As summarized in Tab. 1, results show that our method consistently exhibits superior or
comparable performance to the baselines. Fig. 3a illustrates that our method rapidly adapts the
policy to compensate for the large disturbances within 2-3 adaptation steps (10-15 seconds of wall
time). DATT performs well under both the none and small disturbance scenarios which are both
within its training distribution, but struggles to adapt to the larger, out-of-distribution disturbance.

We exclude the baseline methods from the vision-based hovering comparison, as it would require
significant modifications to their algorithms. As shown in Tab. 3, our vision-based approach re-
sulted in larger errors than our state-based approach. We empirically observed that adaptation of
the vision-based policy is less stable than the state-based counterpart and may require more policy
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(a) State-based hovering under large disturbance. (b) Figure-8 tracking under small disturbance.

Figure 3: Real-time policy adaptation using our proposed approach in simulation. Vertical dashed lines indicate
policy update steps. Shaded regions represent the error from the reference.



Table 2: Average tracking errors (in m) for two different trajectories (Circle and Figure-8). The errors of the

two best-performing methods for each disturbance condition are highlighted.

Trajectory Method No disturbance = Small disturbance Large disturbance

L1-MPC 0.113 £ 0.027 0.096 £ 0.063 0.410 £0.155

Circle DATT 0.058 £ 0.016 0.040 £ 0.024 crash
Ours 0.167 £ 0.048 0.135 £ 0.101 0.349 £ 0.175
Ours (Residual)  0.129 4+ 0.051 0.159 + 0.043 0.326 £ 0.061
L1-MPC 0.109 £ 0.063 0.121 £ 0.025 0.281 + 0.097

Fioure-8 DATT 0.078 £ 0.037 0.082 £ 0.046 crash
g Ours 0.068+ 0.040 0.045 £ 0.03 0.137 £ 0.098
Ours (Residual)  0.069 + 0.047 0.059 £ 0.043 0.110 + 0.037

learning epochs or update steps, most likely due to the lack of explicit state information and sample
inefficiency in learning vision-based control.

For trajectory tracking, we recorded 60-second rollouts and computed the average tracking error
(m) within the last 10-second window as the performance metric. As shown in Tab. 2, our approach
achieves comparable performance to the baselines for both Circle and Figure-8 across all distur-
bance conditions. Fig. 3b illustrates that the large initial sim-to-real gap due to policy pretraining
using the low-fidelity dynamics model (3) already significantly impacts tracking accuracy even un-
der the small disturbance condition. However, our method is able to rapidly adapt and achieve much
improved tracking accuracy after only 4 policy update steps (20 seconds of wall time). For DATT,
consistent with findings from state-based hovering, it fails to generalize to the out-of-distribution
disturbances and results in crashes for both reference trajectories.  Finally, we observe that us-

Table 3: Average steady-state error (in m) from the hovering target across 8 rollouts. The errors of the two
best-performing methods for each disturbance condition are highlighted.

Method No disturbance  Small disturbance Large disturbance
Ours State 0.015 £+ 0.001 0.008 & 0.002 0.105 £+ 0.007
Ours 0.082 £ 0.009 0.099 +£ 0.021 0.207 £ 0.041
Ours (Residual)  0.084 +0.014 0.111 +£0.024 0.205 £+ 0.048

ing residual policy adaptation with our approach achieved comparable performances to using full
adaptation across all tasks and disturbance conditions. Therefore, while residual adaptation may
not provide significant benefit regarding sample efficiency for policy learning, it still remains as a
parameter-efficient, and hence, memory-efficient paradigm to adapt or fine-tune a pretrained policy,
which may be particularly advantageous for policy networks that are significantly larger than the
MLP used in our experiments.

Computational and Sample Efficiency Analysis. We analyze and compare the sample and com-
putational efficiency of our approach against DATT for state-based tasks. All runtimes are recorded
from running on an Nvidia RTX 4090 GPU (24 GB VRAM) with an Intel 14900KF CPU. For our
approach, policy pretraining uses 300 epochs across 100 environments, which is equivalent to 4.5
million steps in total, and takes approximately /5 seconds. Each online policy adaptation step runs
for 30 epochs across 10 environments (or 45k steps) and takes about /.5 seconds. Empirically,
we observed that good-performing policies can in fact be obtained using fewer epochs and envi-
ronments, thanks to the low-variance first-order policy gradients from differentiable simulation. In
comparison, DATT trains the policy for 20 million steps, which takes around 2 hours, and requires no
further training at runtime. For DATT, we also observed slower convergence to lower rewards when
training with larger domain randomization, which is likely a result of the performance-generalization
trade-off [47], possibly exacerbating the high variance in the policy gradient estimates. Our ap-
proach enables more efficient compute usage by simplifying initial policy training without domain
randomization or curricula, and by supporting sample- and compute-efficient online adaptation to
out-of-distribution scenarios where domain randomization fails to generalize.
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(a) State-based hovering with added mass and wind. (b) Figure-8 tracking on the large quadrotor.

Figure 4: Real-world policy adaptation using our proposed approach in real-time. Vertical dashed lines indicate
policy update steps. Shaded regions represent the error from the reference.

4.3 Real-World Validation

We validated our approach in real-world experiments for both stabilizing hover and trajectory track-
ing tasks with various disturbance conditions, including both modifications to the hardware and wind
disturbances. Detailed visualizations and experiments are provided in the supplementary materials.
We used a motion-capture system to provide state estimation of the quadrotor at 100 Hz. The exact
same procedures as the simulated experiments were used for both the pretraining and online adapta-
tion phases. We use two quadrotors adapted from the Agilicious platform [11]: a small lightweight
quadrotor and a larger, heavier one with different dynamical properties; further details are provided
in Appendix D. An additional quadrotor stand was rigidly attached to the small quadrotor from be-
low, increasing its mass from 120 g to 190 g by approximately 60% while simultaneously altering
its inertial properties. Therefore, both the existing sim-to-real gap and the extra disturbances con-
tribute to significant out-of-distribution dynamics that were unseen during policy pretraining. Fig. 4a
shows the recorded trajectory of adaptation of the state-based hovering policy on the modified small
quadrotor under a diagonal wind disturbance. Due to the highly imbalanced and non-uniform drag
profile of the modified quadrotor, the wind disturbance forces are more complex and unstable than
the constant, uniform disturbance used in simulated experiments. However, our method still enables
the policy to rapidly adapt with 2-3 policy update steps to compensate for disturbances, which takes
approximately 10 to 15 seconds. Similar results were observed for vision-based hovering; the adap-
tation process appeared less stable than state-based hovering, which is consistent with our findings
from the simulated experiments. Real-world experiments show that our approach achieves accurate
trajectory tracking under various disturbance conditions. Here, we present one particular experiment
where a base Figure-8-tracking policy was deployed on the large quadrotor. As shown in Fig. 4b,
despite the poor initial tracking and state-space exploration caused by the large sim-to-real gap, the
policy quickly adapts and achieves much improved tracking within just a few policy update steps.

5 Discussions

We propose a novel rapid policy adaptation framework for combining online residual dynamics
learning from real-world flight data and sample-efficient policy learning via differentiable simula-
tion. With all system components designed for rapid adaptation, we demonstrate the possibility
to adapt both state and vision-based policies to unknown disturbances within several seconds. One
limitation is that our residual dynamics network only predicts residual linear accelerations. One lim-
itation is that the proposed residual network does not model dynamic disturbances, i.e., disturbances
with internal states. In order to improve the current architecture, recurrent networks or state-to-state
residuals would model a larger class of time-dependent disturbances [26]. Moreover, due to the
tightly-coupled dependencies between data collection via policy rollout and policy learning using
learned residual dynamics from the collected data, the quality and rate of convergence may be af-
fected by biases or noise in the learned residual dynamics. The dependency is closely related to the
concept of performative prediction [48] in related machine learning fields. Thus, future work will
explore uncertainty-driven data collection where the policy is augmented by active exploration to
simultaneously improve task performance and reduce uncertainty in the real-world dynamics.
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A Low-Fidelity Quadrotor Dynamics Model

We model the quadrotor as a point mass, and use p € R3 R € SO(3) and v € R? to denote its
position, orientation matrix, and linear velocity in the global frame, respectively. Furthermore, let
c € Rand w € R? represent the commanded collective thrust and body rates (angular velocity)
respectively. The low-fidelity quadrotor dynamics is given by:

p v
dj:@ Vecqu) = Ve}zz(?_[:;gx) 3)

where [-]x denotes the skew-symmetric matrix operator and vec(-) indicates vectorization of a ma-
trix, ¢ = [0, 0, c]—r is the collective thrust vector, and g is the gravity vector.

B Reward Definitions for Evaluation Tasks

For both the stabilizing hover and trajectory tracking tasks, the reward at each time step ¢ is defined
as a sum of position, velocity, and actuation reward terms:

ry = 1P 4yl et 4)
For stabilizing hover, the individual reward terms are given by:
T?OS =-1.0- LH(5 : (Pt - pdes))

ry®' = —0.1- Ly(v;) — 0.1 Lyy(wy) ®
7";5 =—-0.5- LH(ut - Uhover)

where Ly is the Huber loss, and whover = [9.81, 0,0, O}T is the mass-normalized action required to
counteract gravity.

For trajectory tracking, the individual reward terms are given by:

P = —1.0 - Lu(p: — p}*")
T;/el —_10. LH('Ut B ’U;Ef) (6)
’/‘?Ct = _-0.1- LH(ut - uhover)

Here, pf/ef and vief are respectively the corresponding position and velocity of the reference trajec-

tory at time ¢. As shown in Fig. 5, both the Circle and Figure-8 trajectories lie in the horizontal
xy-plane at a height of 1 m above the ground. The Circle trajectory has a radius of 1 m and a period
of 3 seconds. The Figure-8 trajectory spans 3 m and 1 m across the x and y directions respectively,
and has a period of 5 seconds. Both trajectories start at the point (0,0, 1) m.

Z [m]
1.0

0.5
Y [m]

—0.5

X [m] I3 Z1s
(a) Circle (b) Figure-8

Figure 5: The Circle and Figure-8 reference trajectories, with periods of 3 seconds and 5 seconds respectively.
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C Optimizing Runtime Efficiency and Performance

We conducted an analysis using the state-based stabilizing hover task to justify two key design
choices in the differentiable simulation pipeline: 1) low-fidelity analytical dynamics model for sim-
ulation, and 2) gradient backpropagation only through the analytical dynamics model. Given that
a key objective is to minimize runtime while maintaining policy performance, we compared the
training time and policy performance for each design choice. We used the same realistic quadrotor
simulator [11] and added a constant uniform acceleration disturbance of 2 m/s? in the positive x-axis
direction. We first collected 50 rollout trajectories (3 seconds each) of the base hovering policy from
50 random starting configurations around the hovering target, and then used the generated residual
samples to train a single residual dynamics network for 200 epochs. Finally, we adapted the base
policy by running 100 epochs of policy training across 100 parallel environments, and evaluated the
final steady-state errors from the hovering target across 8 rollout trajectories.

12 _07
@ 10 Ta/ 0.6 =
= Ho4
I 6 20
on 803
) E0.
g 4 G
‘= >0.2
= =] L =
=2 go1 == o
%7}
0~ high-fid, — high-fid, — Tow-Aid,  low-fid, 0.0 Hase policy ~ high-id, — high-fid,  Tow-Ad,  Tow-fd,
res forward res forward, res forward res forward, (no adapt) res forward res forward, res forward res forward,
res backward res backward res backward res backward
(a) Training time (b) Final steady-state error

Figure 6: (left) Policy training times using four different simulation configurations. (right) Resulting policy
performances compared against the base policy performance (no adaptation). Error bars show +3 standard
deviations of the error distribution across 8 rollouts for each configuration.

We first compared using the low-fidelity (low-fid) dynamics model (3) against using a high-fidelity
model (high-fid) which simulates body and rotor drag effects, the rotor thrust maps, and the low-
level controller dynamics, as the analytical dynamics model together with the residual dynamics
network for forward simulation (res forward). We found that using the low-fidelity model achieves
approximately 2-times faster training (see Fig. 6a) than using the high-fidelity model, while the
achieved policy performances by both methods were very comparable (see Fig. 6b). For gradi-
ent backpropagation, we found that in addition to backpropagating through the analytical dynamics
model, also performing backpropagation through the learned residual dynamics network (res back-
ward) increases training time by approximately 30% without providing clear benefits to the policy
performance. This is consistent with previous findings [14, 41] that combining accurate forward
simulation with a surrogate gradient which points in approximately the same direction as the true
gradient vector accelerates policy training without impacting the resulting policy performance.

D Quadrotor Platform

In this section, we list the physical properties of the quadrotor platforms used in our experiments.

Table 4: Overview of the quadrotor parameters for both simulation and real-world experiments.

Param. Small Quadrotor Large Quadrotor
Mass [kg] 0.12 0.60
Maximum Thrust [N] 14.00 34.00
Arm Length [m] 0.06 0.13
Inertia [g m?] [0.14,0.17, 0.21] [2.41, 1.80, 3.76]
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